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Who shaves the barber?
Get around paradox?
The barber lies.
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There exists a $y$ that satisfies statement 1 for $P(\cdot)$.
Take $x=y$.
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Oops!
What type of object is a set that contain sets?
Axioms changed.
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Dangerous work?
See Logicomix by Doxiaidis, Papadimitriou (professor here),
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$P$ - program
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Determines if $P(I)$ ( $P$ run on $I$ ) halts or loops forever.
Run $P$ on I and check!
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We can't get enough of building more Turing machines.
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Does a program, $P$, print "Hello World"?
How? What is $P$ ? Text!!!!!!
Find exit points and add statement: Print "Hello World."
Can a set of notched tiles tile the infinite plane?
Proof: simulate a computer. Halts if finite.
Does a set of integer equations have a solution?
Example: " $x^{n}+y^{n}=1$ ?"
Problem is undecidable.
Be careful!
Is there an integer solution to $x^{n}+y^{n}=1$ ?
(Diophantine equation.)
The answer is yes or no. This "problem" is not undecidable.
Undecidability for Diophantine set of equations
$\Longrightarrow$ no program can take any set of integer equations and always corectly output whether it has an integer solution.
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## More about Alan Turing.

- Brilliant codebreaker during WWII, helped break German Enigma Code (which probably shortened war by 1 year).
- Seminal paper in numerical analysis: Condition number. Math 54 doesn't really work.

Almost dependent matrices.

- Seminal paper in mathematical biology.

Person: embryo is blob. Legs, arms, head.... How?
Fly: blob. Torso becomes striped.
Developed chemical reaction-diffusion networks that break symmetry.
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Gordon Brown. 2009. "Alan and the many thousands of other gay men who were convicted as he was convicted under homophobic laws were treated terribly. Over the years millions more lived in fear of conviction. ...........
So on behalf of the British government, and all those who live freely thanks to Alan's work I am very proud to say: we're sorry, you deserved so much better."
2013. Granted Royal pardon.
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Every person who doesn't shave themselves is shaved by the barber.

## Who shaves the barber?

def Turing $(\mathrm{P})$ :
if Halts(P,P): while(true): pass
else: return
...Text of Halt...
Halt Progam $\Longrightarrow$ Turing Program. $(P \Longrightarrow Q)$
Turing("Turing")? Neither halts nor loops! $\Longrightarrow$ No Turing program.
No Turing Program $\Longrightarrow$ No halt program. $(\neg Q \Longrightarrow \neg P)$
Program is text, so we can pass it to itself, or refer to self.

## Summary: decidability.

Computer Programs are an interesting thing.

## Summary: decidability.

Computer Programs are an interesting thing. Like Math.

## Summary: decidability.

Computer Programs are an interesting thing.
Like Math.
Formal Systems.

## Summary: decidability.

Computer Programs are an interesting thing.
Like Math.
Formal Systems.

## Summary: decidability.

Computer Programs are an interesting thing.
Like Math.
Formal Systems.
Computer Programs cannot completely "understand" computer programs.

## Summary: decidability.

Computer Programs are an interesting thing.
Like Math.
Formal Systems.
Computer Programs cannot completely "understand" computer programs.

## Summary: decidability.

Computer Programs are an interesting thing.
Like Math.
Formal Systems.
Computer Programs cannot completely "understand" computer programs.

Computation is a lens for other action in the world.
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A bag contains:

What is the chance that a ball taken from the bag is blue?
Count blue. Count total. Divide.
For now: Counting!
Later: Probability.

