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• The reducer must be equivalent to applying a deterministic pure function 
to the sequence of values for each key.

Benefits of functional programming:

• When a program contains only pure functions, call expressions can be 
evaluated in any order, lazily, and in parallel.

• Referential transparency: a call expression can be replaced by its value 
(or vis versa) without changing the program.

In MapReduce, these functional programming ideas allow:

• Consistent results, however computation is partitioned.

• Re-computation and caching of results, as needed.
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Python Example of a MapReduce Application

The mapper and reducer are both self-contained Python programs.

• Read from standard input and write to standard output!

#!/usr/bin/env python3

import sys
from mr import emit, values_by_key

Reducer

for key, value_iterator in values_by_key(sys.stdin):
    emit(key, sum(value_iterator))

Takes and returns iterators

Input: lines of text representing key-value pairs, grouped by key
Output: Iterator over (key, value_iterator) pairs that give all 
values for each key
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Network locality: Data transfer is expensive.

• The framework tries to schedule map tasks on the machines that hold the data to be 
processed.

Monitoring: Will my job finish before dinner?!?

• The framework provides a web-based interface describing jobs.

(Demo)
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