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## Lambda Expressions

Lambda expressions evaluate to user-defined procedures.

```
(lambda (<formal-parameters>) <body>)
    (lambda (x) (* x x))
```

class LambdaProcedure(object):

```
def __init__(self, formals, body, env):
    self.formals = formals A scheme list of symbols
    self.body = body A scheme expression
    self.env = env
    A Frame instance
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g: Global frame
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| $y$ | 3 |
| :--- | :--- |
|  | 5 |
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Procedure definition is a combination of define and lambda.

$$
\begin{aligned}
& \qquad \text { (define (<name> <formal parameters>) <body>) } \\
& \text { (define <name> (lambda (<formal parameters>) <body>)) }
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## Eval/Apply in Lisp 1.5

```
apply[fn;x;a] =
    [atom[fn] }->\mathrm{ [eq[fn;CAR] >caar[x];
        eq[fn;CDR] }->\mathrm{ cdar[x];
        eq[fn;CONS] }->\mathrm{ cons[car[x];cadr[x]];
        eq[fn;ATOM] -> atom[car[x]];
        eq[fn;EQ] 晥
        T }->\mathrm{ apply[eval[fn;a];x;a]];
```



```
    eq[car[fn];LABEL] -> apply[caddr[fn];x;cons[cons[cadr[fn];
                        caddr[fn]];a]]]
eval[e;a] = [atom[e] - cdr[assoc[e;a]];
    atom[car[e]] }
        [eq[car[e],QUOTE] }->\mathrm{ cadr[e];
        eq[car[e];COND] -> evcon[cdr[e];a];
        T -> apply[car[e];evlis[cdr[e];a];a]];
    T -> apply[car[e];evlis[cdr[e];a];a]]
```
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## Dynamic Scope

The way in which names are looked up in Scheme and Python is called lexical scope (or static scope).

Lexical scope: The parent of a frame is the environment in which a procedure was defined.

Dynamic scope: The parent of a frame is the environment in which a procedure was called.

$$
\begin{gathered}
\text { (define f (zumbda }(x)(+x y))) \\
\text { (define } g(l a m b d a(x y)(f(+x \text { x })))) \\
\left(\begin{array}{l}
\text { g } 3
\end{array}\right)
\end{gathered}
$$

Lexical scope: The parent for f's frame is the global frame. Error: unknown identifier: y

Dynamic scope: The parent for f's frame is g's frame.

