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Grace Hopper's Notebook, 1947, Moth found in a Mark II Computer
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## Mastering exceptions:

Exceptions are objects! They have classes with constructors.
They enable non-local continuations of control:
If $\mathbf{f}$ calls $\mathbf{g}$ and $\mathbf{g}$ calls $\mathbf{h}$, exceptions can shift control from h to $\mathbf{f}$ without waiting for $\mathbf{g}$ to return.

However, exception handling tends to be slow.
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Exceptions are raised with a raise statement.
raise <expression>
<expression> must evaluate to an exception instance or class.
Exceptions are constructed like any other object; they are just instances of classes that inherit from BaseException.

TypeError -- A function was passed the wrong number/type of argument
NameError -- A name wasn't found
KeyError -- A key wasn't found in a dictionary
RuntimeError -- Catch-all for troubles during interpretation
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```
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## Execution rule:

The <try suite> is executed first;
If, during the course of executing the <try suite>, an exception is raised that is not handled otherwise, and

If the class of the exception inherits from <exception class>, then
The <except suite> is executed, with <name> bound to the exception
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## Parsing

A Parser takes a sequence of lines and returns an expression.

| Lexical |
| :---: | :---: |
| analysis |

Tokens

> Syntactic analysis

Expression


- Iterative process
- Checks for malformed tokens
- Determines types of tokens
- Processes one line at a time
- Tree-recursive process
- Balances parentheses
- Returns tree structure
- Processes multiple lines
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