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Now, we type programs as text files using editors like Emacs
Programs are just text (or cards) until we interpret them
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## Execution rule for conditional statements:

Each clause is considered in order.
1.Evaluate the header's expression
2.If it is a true value, execute the suite, then skip the remaining clauses in the statement.
Evaluation rule for or expressions:
1.Evaluate the subexpression <left>.
2. If the result is a true value $v$, then the expression evaluates to $v$.
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## Execution rule for conditional statements:

Each clause is considered in order.
1.Evaluate the header's expression.
2.If it is a true value, execute the suite, then skip the remaining clauses in the statement.
Evaluation rule for or expressions:

1. Evaluate the subexpression <left>.
2. If the result is a true value $v$, then the expression evaluates to $v$.
3.Otherwise, the expression evaluates to the value of the subexpression <right>.
Evaluation rule for and expressions:
3. Evaluate the subexpression <left>.
2.If the result is a false value $v$, then the expression evaluates to $v$.
3.Otherwise, the expression evaluates to the value of the subexpression <right>.
Evaluation rule for not expressions:
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Execution rule for while statements:
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The most fundamental idea in computer science:
An interpreter, which determines the meaning of expressions in a programming language, is just another program.
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```
def fact(n):
    if n == 1:
        return 1
    return n * fact(n-1)
```

Is fact implemented correctly?

1. Verify the base case.
2. Treat fact(n-1) as a functional abstraction!
3. Assume that fact(n-1) is correct.
4. Verify that fact(n) is correct, assuming that fact(n-1) correct.
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## Example: Reverse a String

```
def reverse(s):
    """Return the reverse of a string s.""""
```

Recursive idea: The reverse of a string is the reverse of the rest of the string, followed by the first letter.
antidisestablishmentarianism
a ntidisestablishmentarianism

msinairatnemhsilbatsesiditn a
reverse(s[1:]) + s[0]

Base Case: The reverse of an empty string is itself.
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```
def reverse_iter(s):
    \(r, i=-1,0\)
    while i < len(s):
        \(r\), \(i=s[i]+r, i+1\)
    return r
def reverse2(s):
    def reverse_s(r, i):
        if not \(i<l e n(s):\)
            return r
        return reverse_s(s[i] + r, i + 1)
```


## Converting Iteration to Recursion

More formulaic: Iteration is a special case of recursion
Idea: The state of an iteration can be passed as parameters

```
def reverse_iter(s):
    \(r, i=-1,0\)
    while i < len(s):
        \(r\), \(i=s[i]+r, i+1\)
    return r
def reverse2(s):
    def reverse_s(r, i):
        if not i < len(s):
            return r
        return reverse_s(s[i] + r, i + 1)
    return reverse_s('', 0)
```


## Converting Iteration to Recursion

More formulaic: Iteration is a special case of recursion
Idea: The state of an iteration can be passed as parameters

```
def reverse_iter(s):
    \(r\), \(i=-1\), 0
    while \(i<1 e n(s):\)
    \(r, i=s[i]+r, i+1\)
    return r
def reverse2(s):
    def reverse_s(r, i):
        if not i < len(s):
            return r
        return reverse_s(s[i] + r, i + 1)
    return reverse_s('', 0)
```

Assignment becomes...

## Converting Iteration to Recursion

More formulaic: Iteration is a special case of recursion
Idea: The state of an iteration can be passed as parameters

```
def reverse_iter(s):
    r, i = '', 0
    while i < len(s):
        r, i = S[i] + r,i + 1
    return r
                        Assignment becomes...
def reverse2(s):
    def reverse_s(r, i):
        if not i < len(s):
            return r
        return reverse_s(is[i] +r,i+1)
    return reverse_s('', 0)
```

